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Section 1.

Our design consists of the following classes: vehicle, car, motorbike, sedan, truck, queueable, pump, till, station, simulatorView, simulator, ticker and stationGUI.

In our design we have a vehicle abstract super class which has subclasses called car, motorbike, sedan and truck. Our rationale behind making this class abstract was. Our decision behind making the car, motorbike, sedan and truck classes into subclasses was because they would be very similar to each other and we decided we did not want to repeat code as this would make it higher risk that we made mistakes. Also if we had to change one component in one transport class we would have to repeat this change in every transport class therefore making the code unnecessarily longer.

The vehicle class is responsible for containing the variables and methods that are mutual to all of the transport methods such as a tank size variable, probability that they shopped, the amount they spent in the shop if they shopped and the space each vehicle took up in the queue variables as examples. In the transport method classes each of these variables had been set to the specific values stated in the brief. This ensured that we did not have to repeat a number of static field variables in each class and instead could declare them all in the vehicle class making the design more slick and less repetitive.

All of the fields in the vehicle class are protected because as vehicle is a superclass, we needed to ensure that all of the subclasses were able to access them however the other classes were not able to, to avoid confusion and errors in the program.

In the constructor of each transport class we included a parameter of type station to enable the vehicle objects to know which station they were going to as before we did this it was causing us problems and this seemed to be the best way to overcome it. There are only one method in the mode of transport classes making them very small and well organised classes. This method’s responsibility was making sure that when the vehicle were generated, all of the values necessary such as the probabilities were set correctly for example the shopping probability, tank size and the space they took up in the queue. An example of this in the brief was if cars filled up in less than 5 minutes they had a 0.3 probability that they would shop for 2-4 minutes and spend £5-£10. This resulted in us having to have 2 random generators to generate the time they shopped for if they decided to shop and another one for the amount they spent in the shop and these values were generated in the method generate.

The only difference between these modes of transports and the truck class was that the truck class had extra field variables and methods since we had to take into consideration if they were happy drivers or not and the resulting effect it had on the simulation.

In the truck classes we had an extra field variable which was of type Boolean called isHappy and the value of this changed according to the refill time of the truck. We included if statements in this class to determine whether the Boolean remained false or changed to true based on the random variable tank size and refill time. We also included methods to control how much the probability of trucks arriving (which was t) changed due to the previous driver’s happiness or not. These were simple protected static methods that determined how much the probability would increase or decrease. Another method we had to include in this class was a public void changeProbability method and this was responsible for the actual alteration of t, based on the Boolean isHappy method. To make it clear for the simulation we wrote an output of the result of the method letting the user know if the trucks were happy or unhappy to avoid ambiguity.

There is also another superclass called queueable which has subclasses called pumps and tills. We decided to add this class since both the pumps and the tills contained queues so by having a superclass for the queue objects where the queues are made, it avoided repeating code and having unnecessary code. Queueable was made into an abstract class as because. The queueable class created an array list of objects of type vehicle that acted as the queue for the pump and till every time it was initiated. This queueable class is responsible for everything that a queue is responsible for such as getting the current length of the queue by counting the number of vehicles in the array and using their queue space values, and checking to see if there is space in the queue by counting the number of vehicles and their designated queue space and returning true or false depending on whether there is space for another vehicle or not.

In this class we had to use a caller parameter depending on whether the queue for the pump was to be changed or the queue for the tills was. An example of this is the addTo method where if the user calls pump in this method it will get the queue space of the vehicle to be added and will add it to the length of the queue at the pump or if the user calls till it will simply add one to the till length regardless of which type of vehicle is at the pump. Another use of this caller parameter is for the removeF method which updates the length of the queue depending on which queue is to be updated. This method is used when the customer has finished at the till after they have filled up. We decided to add this feature in so the code knew which queue we either wanted to change the length of or wanted to know how long it was and this definitely helped during the testing section of the coursework.

The pump and till classes are very small as all the methods they need to use are in the queueable class. In order for the program to know which queue is to be updated the super class’s methods are either called via the pump or till class which makes it easy to know, especially when testing, which queue should do what when. The pump and till classes only have two methods which are used to remove the first item in the queue to add vehicles to each queue. The reason these methods are repeated in these classes as well as the superclass is because for example when till.addTo method is called it knows to use the parameter “till” when it uses the addTo method in the queueable superclass. We decided to do it like this since it makes the code tidier and without this feature in the superclass if the parameter caller is forgotten then the station wouldn’t know which queue to update.

We have also made a ticker class which is responsible for the timings of the simulation. This class is very simple but was necessary for the simulation to function. The methods are simple return methods such as returning the current tick and the max amount of ticks which in our case was 1440 ticks. Also a reset ticks method which reset the ticker to zero. We also added an increment method which adds one to the tick for every second the simulation was ran and stops at the max number of ticks. Creating the ticker to have the sole responsibility of keeping track of the timing reduced the coupling and increased the cohesion of the design which is what is best for the code.

There is a station class in which the constructor is used to set up the layout of the petrol station by inserting values in the parameter. These values are number of pumps, number of tills, value of p and q and whether trucks are present in the simulation or not and these are the values the user of the GUI can enter. In this class there are two array lists that are made which consist of pump and till objects which are used when a vehicle is added to each. In this class we have two similar methods called scanTillsForChange and scanPumpsForChange which asks the vehicles in both queues if they want to do something such as from the pump they would go to the till and from the till they would exit the petrol station. We decided to add these methods because. This is the class in which all of the vehicles are generated based on the probability of p, q and t, this happens in this class since after they are generated they are added directly to the pumps so thought this was the best place to have them generated. We also have a series of methods which control the flow of vehicles to the pumps and tills such as remove from shop which calls the method from till to remove the first item and leave because queue is full which is called upon if the length of the queues at the pump is above three units of space so the vehicle cannot fit and this is where the amount of money lost is calculated. There are also two Boolean methods called addVehicleToPump and addToTill which are responsible for checking whether or not the vehicles can be added to the pumps and tills based on the existing queue length, the size capacity of the hopeful vehicle and the shortest queue. We have these methods in the station class because.

The simulator class is where all of the documentation is created after the simulation has been run. This class is responsible for printing out the end result of the simulation telling the user how many vehicles of each transport were created based on their input of p and q. This class also output the total profit made and the total profit the station could have made due to vehicles not being able to fit in. We have done this so it makes it very clear for the user to see how well or not the petrol station is doing in terms of money and they would easily be able to see if having trucks is profitable for the station or not.

Throughout the project we kept considering (the interface thing with the station class I can’t remember)

Since we have done the level one version of this coursework we have added a GUI as well as a text based console. Since in the brief it states that the user must be able to chose the probability of p, q, whether trucks are present or not, the amount of pumps and the amount of tills, the team mates responsible for the GUI used labels and radio buttons to enable the user to enter all of the values they required. As we wanted the GUI to be as easy to use as possible there is a help section included where the user can go for help if necessary.

Just need finishing